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Abstract: We know that traditional query processing and optimization concentrate on processing and optimization of the execution of each individual query. Multiple-Query Processing (MQP) optimizes a set of queries together by executing the common operations once in order to save query execution time and processing cost. To process multiple queries once in order to minimize the query execution time and its transmission, we identify common sub-expression and evaluate them rather than processing them individually. Thus, Multiple-Query Processing typically offers significant improvement to the performance of a system. In this paper we propose an optimal security technique to transmit the result of the multiple queries once so that one user cannot access or view the result of other user. This cipher algorithm is one of the strongest, simplest and fastest encryption algorithms.
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1. Introduction

As we know that query processing play an important role in any type of databases. The techniques of database queries are challenging today’s database systems and promoting their evolvement. The research and development of processing the queries over a variety of databases are receiving more attention towards them. Query processing refers to the range of activities involved in extracting data from a database. All database systems must be able to produce result of the requests given by the user that is process the queries. Getting the desired information from a database system in a predictable and reliable manner is the scientific art of Query Processing. Obtaining these result back in a timely manner deals with the technique called Query Optimization [1, 2].

As we know that traditional query processing and optimization concentrate on processing and optimization of the execution of each individual query. More recently, it has been observed that by processing a sequence of multiple queries, some additional high-level optimizations can be performed. Multiple-Query Processing (MQP) optimizes a set of queries together by executing the common operations once in order to save query execution time and processing cost. Multiple-Query Processing typically offers significant improvement to the performance of a system [3]. Processing the group of queries simultaneously having some common expression rather processing them individually is known as Multiple Query Processing. To process the multiple queries, we have to choose a group of queries and process all these queries simultaneously. Therefore, by applying multiple-query optimization, we can minimize the total execution time by performing common tasks only once [4, 5]. In this paper, we focuses on an optimal method to process the multiple queries by executing their common sub-expressions and to produce the result of these multiple queries once in order to minimize the query execution time, its processing cost and also its transmission cost and thus improves the overall performance of a system. After studying the method to process multiple queries, we will propose a security technique to transmit the result of this multiple queries once, so that one user cannot access or view the result of some other user.

2. Related Work

Many researchers proposed an idea of processing a set of queries to reduce the total cost of executing a set of queries on the same database. Many queries may involve join operation and part of one query may subsume part of another query. Under these circumstances, grouping a set of queries together and processing them as a unit is clearly beneficial [6]. In multiple-query processing, a sub-expressions that appears in more than one query is called a common sub-expression (CSE). A common sub-expression needs to be evaluated once only to produce a temporary result that can then be used to evaluate all the queries containing the common sub-expression [7]. This technique is useful especially in subsumption cases (described in later section) and overlapping queries with common parts [8]. Multiple-query optimizers detect common operations and execute them only once, to optimize processing of a set of queries. Multiple-Query Optimization (MQL) is the on-line processing of Adhoc queries. An Ad-hoc queries are commonly utilized queries in traditional DBMS. An Ad-Hoc Query is a query that cannot be determined prior to the moment the query is issued. It is created in order to get information when need arises. So therefore, such a query is one that might suit a
situation which is only there for the moment and later on will become irrelevant. This type of query explicitly mentions the required information in the query statement, and does not involve any context awareness information. Thus, the query result is only based on the actual query itself [9].

For example a query of this type could be: “University student wants to retrieve his/her academic record or personal details”.

To illustrate the idea of multiple-query processing [10], we consider an example. The five queries Q1, Q2, Q3, Q4 and Q5 are sent simultaneously by different users U1, U2, U3, U4 and U5 respectively. The server processes the queries and sends the answers of each query individually to their respective user shown in Figure 1. The answers to Q1 and Q5 are identical, the answer to Q2 overlaps that of Q1, the answer to Q2 subsumes that of Q3 (i.e., answers for Q3 can be obtained by doing a simple selection operation on the result of Q2), and the answer to Q4 does not have any data in common with any other query answers.

![Figure 1 Result of Each Individual Query](image1)

Using MQP techniques, the resulting view is shown in Figure 2. Since Q1 and Q5 are identical, the results are transmitting just once. The overlapping portion of Q1 and Q2 is transmitting just once. The result of Q3 is obtained from the result of Q2 and Q4 is transmitted.

![Figure 2 Result of Multiple Query Processing](image2)

### 2.1. Steps Followed in Multiple Query Processing

To perform Multiple Query Processing, we have to choose a group of queries and process them simultaneously. Each query requires a specific subset of tuples from each table in the group [18]. Here we are identifying the set of tuples required by each query in a group from each table (in the group’s table list) in that group. Then we are reducing each table (in the group’s table list) to one that contains tuples that are required by at least one query in that group. Then the tables so computed are joined to compute the superset. While joining these tables we eliminate spurious tuples (not a part of any query’s result in the group) that will arise in the process.

After the completion of optimization we are left with an efficiently computed superset Σ of results ($\rho_i$, $i = 1..N$) for each query ($q_i$, $i = 1..N$) such that $\rho_i \in \Sigma$ for all $i = 1..N$ and if a tuple $t \in \Sigma$ then there exists a query $q_i$ such that $t \in \rho_i$. Then the superset is transmitted.

The system performs its operation in the following steps:

2. Decomposition into groups.
3. Computation of supersets.
4. User specific encryption of the superset.
5. Transmission of encrypted superset.
6. Extraction of the individual results.

1) Collection of queries

The optimizer is a multithreaded program. In this step the main thread of the program waits for a specific time window and collects all the queries arriving at the server. Then a new thread is created to perform query optimization while the main thread goes on collecting queries for another time window. This process goes on. The optimal span of the time window depends upon several system parameters: the size and capacity of the system, the load on the system, query arrival pattern etc.

2) Decomposition into groups

Different queries have different structures. Some queries are best evaluated together while others are not. Based on structural similarity the queries collected in a specific time window are decomposed into groups such that the queries in a group have maximum possible commonality. The criteria used for group decomposition is the equality of the projection list and the table list so that the result of each query in a group has the same domain. For example, consider two databases Employee and Branch:

Employee:- EmpId, EmpName, Salary

Branch:- EmpId, Bname, Bcity, Work_Exp

Now, let us consider the following incoming queries in a specific time window.

**Q6:** select EmpId from Employee, Branch where Salary between 1000 and 16000 and Work_Exp>=10 and Employee.EmpId=Branch.EmpId;

**Q7:** select EmpId, Bname from Branch where Bcity =
The set of queries collected \( S = \{Q6, Q7, Q8, Q9\} \) is partitioned into disjoined subsets \( G1 \) and \( G2 \). The projection list for \( Q6 = \{\text{EmpId}\} \) and the projection list for \( Q8 = \{\text{EmpId}\} \). The table list for \( Q1 = \{\text{Employee, Branch}\} \), table list for \( Q8 = \{\text{Employee, Branch}\} \). From this we see that the queries \( Q6 \) and \( Q8 \) have the identical projection list and table list. Similarly the queries \( Q7 \) and \( Q9 \) have the same projection list and table list. So, there will be two groups \( G1 = \{Q6, Q8\} \) and \( G2 = \{Q7, Q9\} \). The groups so formed are processed separately.

There will be queries that cannot be grouped with any other queries. For example, if only the queries \( Q6, Q7 \) and \( Q8 \) had arrived in this time window then \( Q7 \) could not be grouped with any other query. There can be multiple such queries. These queries are put in a separate group such that queries in that group are separately evaluated and results are separately dispatched. If in a group there is not much commonality then this procedure will lead to extra overhead and in that case we will get better results by processing and dispatching them separately.

3) Superset computation

For each group the optimizer computes the superset of the individual results of the queries in that group. The motivation behind superset computation is taking care of common data. If the results of multiple queries have common data then this common data is present in the superset only once. So, if we broadcast this superset instead of sending the results individually we will have to transmit less data and thus reduces the transmission cost.

Let us consider some example query \( Q10, Q11, Q12, Q13 \) having some common data. The results of each individual query are given below:

<table>
<thead>
<tr>
<th>Query</th>
<th>Resulting Tuples from each Query</th>
</tr>
</thead>
<tbody>
<tr>
<td>Q10</td>
<td>T1 T4 T5 T6 T8</td>
</tr>
<tr>
<td>Q11</td>
<td>T2 T4 T6 T7</td>
</tr>
<tr>
<td>Q12</td>
<td>T1 T2 T3 T5 T6</td>
</tr>
<tr>
<td>Q13</td>
<td>T1 T3 T6 T7 T8</td>
</tr>
</tbody>
</table>

The above table shows tuples comprising the result of queries \( Q10, Q11, Q12 \) and \( Q13 \). If the query results were dispatched separately, 19 tuples would have to be transmitted. But we note that there are only 8 distinct tuples. If we broadcast the superset \( \Sigma = \{T1, T2, T3, T4, T5, T6, T7, T8\} \) then only 8 tuples have to be transmitted. Therefore it saves transmission cost as well as processing cost of these multiple queries.

4) User specific encryption of the superset

We can see that in the above procedure the superset broadcast contains tuples that belong to multiple queries. Hence some tuples in the superset are not part of some queries. So there is a chance that a malicious user will view the tuples that are not part of his result. To solve this problem we have to encrypt the tuples belonging to a specific user by a randomly created key before transmitting the superset. We will describe the whole encryption technique in next section.

In this procedure, we keep track of which broadcast tuples belong to which query. The tuples in the superset are ordered in such a way that tuples belonging to the same query are as contiguous as possible (Table 2).
Table 2 Superset with Contiguous Tuples

<table>
<thead>
<tr>
<th>Tuples</th>
</tr>
</thead>
<tbody>
<tr>
<td>T8</td>
</tr>
<tr>
<td>T1</td>
</tr>
<tr>
<td>T5</td>
</tr>
<tr>
<td>T6</td>
</tr>
<tr>
<td>T2</td>
</tr>
<tr>
<td>T7</td>
</tr>
<tr>
<td>T3</td>
</tr>
<tr>
<td>T4</td>
</tr>
</tbody>
</table>

As a result, the superset to be transmitted consists of 4 blocks of tuples BLK1, BLK2, BLK3, and BLK4. BLK1 is required by user U1, BLK2 by U1 and U2, BLK3 by U2 and U3, and BLK4 by U3. Our scheme is illustrated below:

1. BLK1 = {T8} required by U1
2. BLK2 = {T1, T5, T6} required by U1 and U2
3. BLK3 = {T2, T7} required by U2 and U3
4. BLK4 = {T3, T4} required by U3

5) Transmission of encrypted superset

The superset so computed is encrypted using public key as well as using private key which provides strong encryption of a result. After performing encryption of the superset, the server transmitted the superset result on the transmitting channel. This superset result for users is transmitted on the same broadcast channel in order to save the transmission cost of result.

6) Extraction of individual results

The superset transmitted by the server is available to each individual user and then each individual user decrypts the information using their corresponding keys that is using their own secret key to view their result from the superset and thus receive their own tuples. Thus all users can only access or see their own result and cannot access or view the result of other user.

3. Proposed cipher algorithm for secure transmission

In this section, we are going to propose a cipher algorithm which can be applied in multiple query processing for secure transmission of the result so that one user cannot view the result of some other user. Cryptography is the technique that is used to ensure the safety of communication over the network in most of the computer communication systems. The strength of a cryptographic algorithm is based on the difficulty of cryptanalysis imposed over system. Several algorithms are available for the cryptography like DES, RSA, IDEA etc. All these algorithms are used for the purpose of data security [11, 12, 13, 14]. In this work, we use asymmetric key technique in which two keys are used, one key that is public key and other key that is secret key of user. In our work, we apply the concept of RAC i.e. Randomized Alphanumeric Characters and bit stuffing to produce cipher text in which we use some existing algorithm that uses the strength of one algorithm to compensate the weakness of other [15, 16].

In this proposed algorithm we are using the concept of XOR operation and bit stuffing in a specific way. We used asymmetric private key and the public key which increases the efficiency level of encryption algorithm. Here one 8-bit public key is randomly selected among several generated Alphanumeric Characters and one 5-bit private key.

The steps involved in our proposed Cipher technique is described in flowchart which is given in Figure 3 (Encryption Technique) and in Figure 4 (Decryption Technique) which is shown below:-
SELECT ANYONE RANDOMLY & CONVERT IT INTO BINARY FORM (A)

CONVERT IT INTO BINARY FORM (B)

ENCRYPTED MESSAGE (CIPHER TEXT)

PERFORM BIT - STUFFING

GETTING QUOTIENT AS \( Q = \frac{A}{B} \)

TEXT = M (XOR) Q

SCAN WHOLE TEXT & CHECK 3 CONDITIONS GIVEN BELOW

CASE 1

IF SCAN TEXT CONTAINS ANY 111 PATTERN

CASE 2

IF SCAN TEXT CONTAINS ANY 11 PATTERN

CASE 3

IF SCAN TEXT CONTAINS ANY 1 PATTERN

TEXT Scanned Satisfying these Conditions

IF CASE 1 SELECTED

Put 1 Bit from SECRET KEY after Every Occurrence of 111 Combinations. If SECRET KEY Bits used completely but MESSAGE contain more combinations of 111 than Reuse the same SECRET KEY Bits until and unless whole 111 combination is Traversed & if any SECRET KEY Bits left then concatenate at the last.

IF CASE 2 SELECTED

Put 1 Bit from SECRET KEY after Every Occurrence of 11 Combinations. If SECRET KEY Bits used completely but MESSAGE contain more combinations of 11 than Reuse the same SECRET KEY Bits until and unless whole 11 combination is Traversed & if any SECRET KEY Bits left then concatenate at the last.

IF CASE 3 SELECTED

Put 1 Bit from SECRET KEY after Every Occurrence of 1 Combination. If SECRET KEY Bits used completely but MESSAGE contain more combinations of 1 than Reuse the same SECRET KEY Bits until and unless whole 1 combination is Traversed & if any SECRET KEY Bits left then concatenate at the last.

ENCRYPTED MESSAGE (CIPHER TEXT)

STOP

Figure 3
Encryption Algorithm
From the above flow chart, the cipher algorithm is described as below:

**Encryption Algorithm**

1. Generate \( N \) number of 8-bit Alphanumeric Characters randomly.
2. Randomly select any one among them, denoted as ‘A’ (PUBLIC KEY), and 5-bit SECRET KEY assigned as ‘B’.
3. Convert ‘A’ and ‘B’ in binary format.
4. Compute the quotient of these two \( Q = A / B \).
5. Perform XOR operation with Message ‘M’ and quotient ‘Q’, \[ \text{TEXT} = M \oplus Q. \]
6. Scanned TEXT and perform the Bit-Stuffing as per flowchart given below.
7. In this way we get the encrypted message as CIPHERTEXT.

To decrypt the Ciphertext that is encrypted message, we use Decryption Algorithm which is as follow:-

**Decryption Algorithm**

1. Remove the extra bit from CIPHERTEXT.
2. Perform the XOR operation with ‘TEXT’ and quotient ‘Q’.
3. In this way we get the original message ‘M’.

### A. Comprehensive Example

The steps used in above algorithms will be well understood by suitable example. The above Encryption Algorithm and Decryption Algorithm working as shown below:-

**Encryption:**

1. Input: Public Key as ‘A’ = SCSE04, Secret Key as ‘B’ = VIT and Message as ‘M’ = 11MSC.
2. Conversion to binary format:
   - Message as \( M = 11MSC \)
   - \[ M = \{1 = 00000001, 1 = 00000001, M = 1001101, S = 1010011, C = 1000011\} \]
   - \( M = 00000010000001100110110101111000011 \) (11MSC)
   - Public key A = SCSE04

   \[ [S = 1010011, C = 1000011, S = 1010011, E = 1000101, 0 = 0000000, A = 0000100] \]
A = 10100110001110001100000000000100 (SCSE04)
Secret key B = VIT

[V = 1010110, I = 1001001, T = 1010100]  
B = 101011010010011010100 (VIT)

3. Quotient ‘Q’;
   Q = A / B  
   Q = 11110110111110110001

4. TEXT = M XOR Q.
   TEXT = 00000010000001011011011011001110010

5. CIPHERTEXT = TEXT with Bit-stuffing using SECRET KEY, (Using Case 2)  
   CIPHERTEXT=10000001011101100111011000111100101010010011010100  
   [Encrypted Message (CIPHERTEXT) = 10000001011101100111011000111100101010010011010100]  
   Now the above encrypted message is decrypted by user as:

   **Decryption:**

   It is just reverse of encryption.

   1. Input as CIPHERTEXT = 10000001011101100111011000111100101010010011010100  
      Using Case 2: Remove the bit after 11 patterns (because 11 pattern is used in encryption algorithm for bit-stuffing) and concatenate.  
      Removed bits=101011010010011010100

      Comparison of removed bit with SECRET KEY bits, here it matched, so go to next phase. (if removed bits doesn’t match with secret key then we do not take any step further and display error message to show that secret key is invalid).

   2. Performing XOR operation with TEXT and Quotient. In this manner we get the original message.  
      Message M = 00000010000001100110100111000011  
      (11MSC)

   So in this way we can encrypt and decrypt the message and provide secure view of result to the user. Hence our cipher algorithm is a combination of RSA and IDEA algorithm by removing the weaknesses of these two algorithms as well as it uses both the keys i.e. public key and private key to encrypt the message and thus provides a confidence to the receiver that the data has been encrypted by one who has the possession of that private key and therefore improving the overall performance of a database system.

5. **Conclusion and Future Work**

Query processing in database is one of the latest research areas. It has taken up the challenge to develop techniques that can help people to retrieve their information efficiently within a minimum time period. In order to minimize processing cost of query as well as to improve the response time, we process the group of queries simultaneously rather than processing each query individually. Multiple-Query processing in database has contributed to the existing system for the query operations significantly. It is essential for large information retrieval system where time factor is important. As the database is growing gradually the retrieval time is also increased in exponential order. The presented approach in big databases that has high information volume and their aim is retrieving information in less time as well as with security is suitable and efficient. This approach makes processing cost less as well as improves the response time and also makes secure transmission of request to the user. In other words, Multiple-query processing in database management systems provides competitive as well as better performance than single query processing.

In this work, we also proposed a cipher algorithm that can be applied to transmit the result of multiple queries once in order to provide secure view of result to the user so that one user cannot view or access the result of some other user. The major achievement of this work is to propose an efficient algorithm for security in the context of multiple-query processing in database. For future work, we will try to implement the above Cipher Algorithm so that we can extend this work in future also. Our proposed cipher algorithm is one of the strongest, simplest and fastest encryption algorithms. It uses both the keys i.e. public key and private key to encrypt the message and thus provides a confidence to the receiver that the data has been encrypted by one who has the possession of that private key and therefore improving the overall performance of a database system.
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